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Abstract—The paper presents an approach for software 

development based on patterns. On one side, these are 

patterns in the role of best practices for software 

development on the other – patterns as bad solutions that 

must be avoided. Refactoring is a general way to transform 

a bad solution in a better one. This is a process of source 

code restructuring with the goal to improve its quality 

characteristics without changing its external behaviour. In 

refactoring we replace one software solution with another 

one that provides greater benefits: code maintainability and 

extensibility are improved, code complexity is reduced. The 

developed approach is implemented in software system that 

can be successfully used both in the real software 

engineering practice and in software engineering training 

process. 
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I. INTRODUCTION 

The paper proposes an approach for software 
development based on both: Аnti-Patterns detection and 
Design Patterns identification and generation. The 
presence of Аnti-Patterns and Design Patterns is 
recognized as one of the effective ways to measure the 
quality of modern software systems. Patterns and 
AntiPatterns are related [1]. The history of software 
production shows that Patterns can become AntiPatterns. 
It depends on the context in which а Pattern is used: when 
the context become inappropriate or become out of date 
than the Pattern becomes AntiPattern.  For example, 
procedural programming, which was Pattern at the 
beginning of software production activity, with advances 
in software technology gradually turned into AntiPattern. 
When a software solution becomes AntiPattern, methods 
are necessary for its evolution into a better one. 
Refactoring is a general way for software evolution to a 
better version. This is a process of source code 
restructuring with the goal to improve its quality 
characteristics without changing its external behaviour. In 
refactoring we replace one software solution with another 
one that provides greater benefits: code maintainability 
and extensibility are improved, code complexity is 
reduced ([2]÷[10]).  

Based on the approach proposed a web system was 
developed. The system can be used as instrumental tool in 
the real practice of software production as well in the 
teaching process - to support several software engineering 
disciplines in “Software and Internet technologies” 
Department of the Technical University in Varna. The 
final effect of its application is to improve the software 

quality. It relies on techniques that generate the structure 
of Software Design Patterns, find AntiPatterns in the code 
and perform Code Refactoring.  

Next section of this paper comments the structure and 
the basic components of the proposed approach. After, the 
software implementation of the approach is discussed; the 
system’s architecture and the basic structural elements are 
presented.  

II. APPROACH FOR SOFTWARE 

DEVELOPMENT BASED ON PATTERNS AND 

REFACTORING 

The general structure of our approach is presented in 
figure 1. It takes as input the software source code that has 
to be refactored. The output is refactored code. The 
approach relies on accumulation of knowledge about the 
best practices in programming so “Accumulation of 
Knowledge” is one of the processes that are performed in 
parallel with other processes.  The refactored code is result 
of "AntiPatterns Identification and fixing" and "Design 
Patterns Generation". Before generate Design Patterns it is 
necessary to analyze the code with the goal to find Design 
Patterns candidates. The proposed approach comprises the 
following main component: 

A. Accumulation of Knowledge 

Aims to provide information on design patterns and 
AntiPatterns. It contains information about creational, 
behavioral and structural design patterns and software 
AntiPatterns in software development and software 
architecture. Describe the problems that each design 
pattern solves, the advantages that it provides and the 
situations in which it is used. For the AntiPatterns - the 
nature of the problems and possible options for their 
avoidance are described. 

B. Design Pattern Generation 

Provides functionality to generate sample 
implementations of the design patterns structures; basic 
elements and relationships between them are generated, 
it’s not implementation of the solution of specific 
problem. To generate a template user must select 
appropriate names for key elements. Appropriate names 
for the key elements must be given by the user, in order to 
generate a pattern. 

C. Refactoring Component: 

Provides methods for automatic code refactoring. The 
code is supplied as input of any method, as for inputs are 
accepted only properly constructed classes. Each method 
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performs the appropriate changes and returns the modified 
code as a result. 

D. AntiPatterns Identification and fixing 

Provides methods for code analysis. The code is 
supplied as input of a particular method and as result of 
code analysis the poorly constructed sections of code are 
colored. The colored code should be rewritten in order to 
increase its readability and maintenance. 

E. Design Pattern Identification:  

Provides methods to examine source code and to 
identify candidates for design patterns [6]. This 
component is still under development. Our detection 
strategy is based on the code inspection. Extensive 
research has to be conducted to develop techniques to 
automatically detect candidates of DP in the code. 

[Source Code]

Accumulation of Knowledge

Design Patterns Identification

Design Pattern Generation

AntiPatterns Identification and fixing

Refactoring [Refactored Code]

 
Figure 1.  General structure of the approach for software development 

based on Patterns and Refactoring 

III. SOFTWARE IMPLEMENTATION OF THE 

APPROACH 

Based on the approach proposed a web system was 
developed. The basic structural elements of the web 
system are presented in figure 2. 

A. Main Page: 

 It aims to present the different sections of the system 
with a short description and redirect the user to any of 
them. 

B. Encyclopedia:  

It aims to provide information on design patterns and 
AntiPatterns. It consists of two parts: menu type accordion 
and informative part. The user can select from the menu a 
concrete DP or AntiPattern. When you choose a concrete 
pattern then the information about it is displayed in the 
informative part. The section describes the problems that 
each design pattern solves, the advantages it provides and 
the situations in which it is used. For AntiPatterns – their 
nature and options to be avoided are described. This 
section is realized as one page with dynamic content that 
is changed through asynchronous AJAX requests to the 
server. 

C. Design Pattern Generation:  

This section offers functionality to generate sample 
implementations of the structure of the design patterns. 

The user chooses a type of pattern, inputs its parameters 
and click button "Generate". The generated code is 
displayed below the form. An example of design pattern 
(Template Method) generation is presented in figure 3. 

 

 

Figure 2.  Basic structural elements of the web system 

D. Refactoring:  

This section provides 8 methods for automatic code 
refactoring: “Extract Method”, “Inline method”, “Replace 
Temp with Query”, “Encapsulate Field”, “Replace Magic 
Number with Symbolic Constant”, “Replace Constructor 
with Factory Method” and “Self Encapsulate Field”. Each 
method performs the appropriate changes of the code and 
the modified code is returned as a result. 8 refactoring 
methods are provided by the tool. In the left section of the 
refactoring window (figure 4), the user puts the code, 
which must undergo refactoring. After entering the 
necessary parameters the user has to press button 
"Refactor". The refactoring code is displayed in the right 
pane. 

E. AntiPattern Identification:  

This section offers methods for code analysis with the 
goal to detect AntiPatterns (“Duplicated code”, “Too 
many parameters in a method”, “Complicated If’s”). The 
code is supplied as input to each method, which analyzes 
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and paints the poorly constructed code sections. Then 
poorly constructed pieces of code must be rewritten to 
improve code readability and maintenance. Selecting a 
method (for example “Duplicate code”) a page for 
entering the code for analysis is visualized. After entering 
the necessary input data the user must press the button 
"Identify". The program will process the code and will 
paint the problematic code parts in red (the result is shown 
in the right section – figure 5). 

 

 

Figure 3.  Template Method generation 

 

Figure 4.  Refactoring window - method “Encapsulate Field” 

 
Figure 5.  AntiPattern Identification window – “Duplicate code” 

identification 

IV. CONCLUSIONS AND FUTURE WORK 

The practical application of the developed software 
model in the practical exercises on the course “Computer 
Organization” has led to the following conclusions: 

An approach for software development based on 
АntiPatterns detection and Design Patterns identification 
and generation is proposed in this paper. It relies on 
techniques that generate the structure of Software Design 
Patterns, find AntiPatterns in the code and perform Code 
Refactoring. Refactoring increases the software quality, it 
is a general way for software evolution to a better version.  

The developed approach is implemented in a software 
system that that already has been applied in software 
engineering teaching process but could be also used in the 
real software engineering practice. It relies on the 
realization of 4 main sections: educational section that 
gives information on design patterns and AntiPatterns; 
Design Pattern generation section that offers functionality 
to generate the structure of 26 design patterns (Creational 
DP, Structural DP and Behaviour DP) in C#; AntiPattern 
identification section that at this time provides realization 
only of 3 methods for AntiPatterns detection; Refactoring 
section that provides 8 methods for automatic code 
refactoring. Each method performs the appropriate 
changes of the code and the modified code is returned as a 
result. 

Our work associated with the approach presented and 
the system developed is still in its initial phase. We plan to 
add new patterns and AntiPatterns in encyclopaedic part. 
Support for languages other than C# can be provided by 
the Design Pattern generation Component. Future work is 
needed to implements more refactoring, AntiPattern and 
design pattern generation methods. In this time “Design 
Pattern Identification” section is only sketched and has not 
been studied and fully developed. So, we plan quite 
extensive research for the future implementation of this 
section. 
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